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Abstract: This paper presents the development of an ESP32-based smart door lock system, designed to provide secure and 

convenient access control. The system utilizes an ESP32 microcontroller, leveraging on its Wi-Fi connectivity, allowing users to 

remotely control and monitor the door lock via a mobile application. The system features a secure authentication mechanism, 

ensuring that only authorized users can access the lock. A generic simulation design with Wokwi software is presented. The systems’ 

circuit diagram was designed using Protectio software. The integrated hardware and software components functioned 

cohesively, demonstrating a reliable and user-friendly access control solution with dual-mode access control (Bluetooth and 

WiFi web control), stable connectivity, accurate servo actuation, real-time performance and cross-platform connectivity. The 

proposed smart door lock system offers a reliable and efficient solution for residential and adaptable to commercial applications, 

enhancing security and convenience. 

Keywords: Smart door lock, Wi-Fi connectivity, Remote access control, Secure authentication,  Mobile application,  IoT-based 

security system. 

INTRODUCTION 

BACKGROUND OF THE STUDY 

The escalating demand for robust, user-friendly, and economically accessible access control systems has become particularly 

pronounced within residential and small office environments, especially in developing regions such as Nigeria  (Akomolafe, 

Afolabi, & Akinola, 2020). Conventional mechanical locking mechanisms, while historically prevalent, are increasingly 

susceptible to contemporary security vulnerabilities, including sophisticated theft methodologies, illicit key duplication, a nd 

various forms of unauthorized ingress (Kandari, Al-Ali, & Zualkernan, 2020). These traditional systems inherently lack the 

advanced features necessary for comprehensive security management, such as keyless entry, remote operation, and the critical 

ability to monitor usage, thereby failing to meet the evolving security needs o f modern society (Adeyemo & Omotoso, 2021 

). This deficiency underscores a pressing global and local imperative for the development of more intelligent and resilient 

access control solutions. 

The advent of highly integrated microcontrollers, specifically the ESP32, which seamlessly combines both Bluetooth and 

Wi-Fi communication capabilities on a single chip (Systems, 2019), presents a significant opportunity for the innovative 

development of sophisticated smart lock systems. This research is thus conceptualized to address the identified security and 

convenience deficits by designing and implementing a smart door lock system. This system will leverage the aforementioned 

ESP32 microcontroller in conjunction with a precise servo motor, thereby establishing a dual -mode wireless connectivity 

framework. This architecture will empower users with versatile control options, allowing for secure door lock management 

either through direct Bluetooth communication or via a local Wi-Fi web interface. The primary objective is to engineer an 

access control system that is not only inherently secure and highly flexible in its operational modalities but also notably l ow-

cost, rendering it eminently suitable for widespread local deployment within Nigeria and other regions facing similar socio-

economic and technological landscapes. This research aims to demonstrate the feasibility and efficacy of integrating readily 

available, cost-effective technology to deliver a robust and adaptable security solution, thereby contributing to enhanced 

safety and convenience in target environments (Obot, Akpan, & Udo, 2022). 

STATEMENT OF THE PROBLEM 

Conventional access control systems, predominantly relying on traditional locks and physical keys, are increasingly 

inadequate in providing sufficient security and convenience for residential and small office environments, particularly in 

regions like Nigeria (Chima, I., & Nwankwo, 2022). These legacy systems are inherently vulnerable to a range of security 

breaches, including susceptibility to theft, unauthorized key duplication, and forced entry, offering minimal resistance agai nst 

determined intruders. Furthermore, their operational limitations—such as the absence of remote-control capabilities, lack of 

usage monitoring, and the inconvenience associated with physical key management—fail to meet the evolving demands for 

modern, flexible, and accountable access solutions (Adesina, Bello, & Adebayo, 2021). This reliance on outdated technology 

directly contributes to heightened security risks and operational inefficiencies for property owners and occupants. Therefore , 

a critical need exists for the development and implementation of a secure, convenient, and  affordable smart access control 

system that effectively mitigates these vulnerabilities and addresses the contemporary requirements for property security and  

management without relying on external modules or cloud services (Narang, Tiwari, & Sharma, 2022). 
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OBJECTIVES OF THE STUDY 

1. Design and integrate the necessary hardware components, including the ESP32 microcontroller and a servo motor, 

to form a functional and reliable smart door lock mechanism.  

2. Develop a robust firmware for the ESP32 that enables precise control of the servo motor for locking and unlocking 

operations, and facilitates seamless dual-mode wireless communication via both Bluetooth and Wi-Fi protocols. 

3. Create a user-friendly and secure local Wi-Fi web interface for the smart lock, incorporating features for remote 

lock/unlock functionality. 

4. Implement secure Bluetooth connectivity for direct, short-range control of the smart lock, ensuring reliable and 

authenticated communication between the user's device and the lock. 

5. Integrate essential security features into the system, including data encryption for all wireless communication 

thereby enhancing the overall security posture and accountability of the lock.  

6. Ensure the system's affordability through careful component selection, optimized design, and efficient resource 

utilization, making it a cost-effective and accessible solution for the target environments.  

7. Rigorously test and evaluate the system's performance, reliability, power consumption, and user experience to 

validate its effectiveness and suitability for practical application and local deployment.  

SIGNIFICANCE OF THE STUDY 

The ESP32 BASED SMART DOOR LOCK SYSTEM will provide a cost-effective and modern locking solution, improve 

home and office security through wireless control and allow flexible access using smartphones via Bluetooth or Wi-Fi. 

SCOPE OF THE STUDY 

The system is limited to local network communication and short -range Bluetooth. The door lock is physically controlled by 

a servo motor, and access is granted via: 

Mobile app (Bluetooth terminal) 

Web browser (via local Wi-Fi network) 

LIMITATIONS 

Control is limited to the Bluetooth range (~10 meters) and Wi-Fi network coverage. 

No mobile data or GSM module support. 

Servo power limitations restrict heavy-duty locking mechanisms. 

This system is for a single door and isn't designed for big buildings with many doors that need central control.  

Features like fingerprint or facial recognition, or sensors that detect if someone i s trying to break in physically is not 

considered in the design. 

LITERATURE REVIEW 

EVOLUTION AND CONCEPTS OF SMART LOCK SYSTEMS 

Smart locks represent a modern evolution of traditional mechanical locks, replacing physical keys with electronic access 

control methods. These advanced systems commonly employ various wireless technologies like Bluetooth, Wi -Fi, Radio-

Frequency Identification (RFID), biometric authentication (such as fingerprint or facial recognition), or direct control through 

mobile applications to grant or deny access. The increasing demand for smart locks is primarily driven by a global push for 

enhanced security, the growing desire for greater convenience in daily life, and continuous advancements in technology that 

make these sophisticated systems more accessible and reliable. They offer a significant upgrade by providing features like 

keyless entry, remote access management, and detailed activity logs, which traditional locks simply cannot provide. The 

escalating demand for robust, user-friendly, and economically accessible access control systems has become particularly 

pronounced in residential and small office environments, especially in developing regions such as Nigeria (Akomolafe, 

Afolabi, & Akinola, 2020). The vulnerability of conventional mechanical locks in modern security systems underscores the 

need for such advancements (Adeyemo & Omotoso, 2021 ), as they are increasingly susceptible to sophisticated theft 

methodologies, illicit key duplication, and various forms of unauthorized ingress (Kandari, Al-Ali, & Zualkernan, 2020). 

CORE TECHNOLOGIES FOR SMART LOCK IMPLEMENTATION 

This section delves into the fundamental technologies that form the backbone of modern smart lock systems, with a particular 

focus on the components and communication protocols central to this pro ject's design. 

MICROCONTROLLERS IN IoT: THE ESP32 

The ESP32 is a highly versatile and cost-effective microcontroller developed by Espressif Systems, widely recognized for 

its capabilities in Internet of Things (IoT) and embedded control applications. It st ands out due to its dual-core processing 

power, integrated Wi-Fi and Bluetooth communication modules, and a rich array of General-Purpose Input/Output (GPIO) 

pins, Analog-to-Digital Converters (ADCs), Digital-to-Analog Converters (DACs), and Pulse Width Modulation (PWM) 

channels (Systems, 2019). This comprehensive feature set allows the ESP32 to simultaneously manage complex wireless 

communications and interact with various hardware components. For our smart lock, this means the  ESP32 can efficiently 
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control actuators like servo motors while simultaneously handling data transmissions over Bluetooth or hosting a web server 

via Wi-Fi, making it an ideal choice for this dual-mode application. The design of secure access systems often leverages 

microcontrollers like the ESP32 for their integrated capabilities (Narang, Tiwari, & Sharma, 2022). 

ACTUATION MECHANISMS: SERVO MOTORS 

Servo motors are specialized electromechanical devices designed for precise cont rol of angular position, rotation speed, and 

acceleration. They are composed of three main parts: a DC motor, a position sensor (typically a potentiometer) that provides 

feedback on the motor's current angle, and a control circuit that compares the desired  position with the actual position and 

adjusts the motor accordingly. In the context of embedded systems like smart locks, servo motors are particularly favored 

due to their simplicity, inherent reliability, and exceptional ability to accurately rotate to specific angles. For instance, a 

servo can be commanded to move to 0 degrees for a locked state and then precisely to 90 degrees for an unlocked state. 

These specific angles are achieved by sending Pulse Width Modulation (PWM) signals from a microcontrolle r like the ESP32, 

which dictates the motor's exact position. Various studies have explored servo motor control using microcontrollers like the 

ESP32 (Kaur & Kumar, 2020). 

WIRELESS COMMUNICATION PROTOCOLS: BLUETOOTH AND WI-FI 

Bluetooth technology offers a short-range wireless communication solution that is particularly well-suited for personal 

device-to-lock interaction. Its key advantages include energy efficiency, robust security features, and widespread 

compatibility with virtually all modern smartphones. This makes Bluetooth an ideal choice for direct, proximity-based control 

of the smart lock. Wi-Fi, on the other hand, enables broader device control over a local area network (LAN). With the ESP32's 

integrated Wi-Fi capabilities, it becomes feasible to host a web server directly on the microcontroller. This allows users to 

access and control the smart lock through any standard web browser on a device connected to the same local network, offering 

significantly greater flexibility and convenience within the premises compared to the limited range of Bluetooth. The 

evaluation of Bluetooth Low Energy for smart security applications has shown its potential (Mathur & Prakash, 2018). Local 

network-based automation using Wi-Fi microcontrollers is also a well-established practice (Ali, Khan, & Begum, 2021). 

THEORETICAL FOUNDATIONS 

This research is firmly grounded upon three fundamental theoretical pillars, which collectively guide  its design and 

implementation: 

EMBEDDED SYSTEMS DESIGN PRINCIPLES 

This principle governs the core methodology of using a dedicated microcontroller, specifically the ESP32, to efficiently 

manage and interact with various input/output devices such as the servo motor for mechanical actuation and indicator LEDs 

for feedback. It encompasses the principles of real-time operation, resource optimization, and direct hardware control (Vahid 

& Givargis, 2010). 

WIRELESS COMMUNICATION THEORY 

This pillar provides the foundational understanding necessary for enabling secure and reliable wireless connectivity. It 

involves the application of principles related to radio frequency transmission, data modulation, error correction, and networ k 

protocols, ensuring robust communication over both Bluetooth and Wi-Fi within defined ranges (Proakis & Salehi, 2008). 

CONTROL SYSTEMS THEORY 

This theory is crucial for the precise operation of the smart lock's mechanical components. Specifically, it involves the 

application of feedback control mechanisms for the servo motor, where Pulse Width Modulation (PWM) signals from the 

ESP32 are used to accurately command the motor's angular position based on incoming wireless commands, ensuring reliable 

and accurate physical actuation of the lock. Modern control engineering principles are directly applicable to such systems 

(Ogata, 2010). 

REVIEW OF RELATED WORK 

A review of existing literature reveals various approaches to smart lock implementation, each with distinct advantages and 

limitations. (Okereke, Udeagha, & Obasi, 2020) designed a Bluetooth-enabled lock system using an Arduino Uno and HC-

05 Bluetooth module; however, their setup lacked remote web-based control, thereby limiting usability in contemporary 

access control scenarios. (Adesina, Bello, & Adebayo, 2021) implemented a Wi-Fi-based smart lock using the ESP8266 

microcontroller, but it did not feature Bluetooth as a backup, which could pose problems in environments with unreliable 

Wi-Fi connectivity. Similarly, (Chima, I., & Nwankwo, 2022) proposed a hybrid IoT lock system that depended heavily on 

constant internet access for functionality, a design that may fail in regions where connectivity is inconsistent or unavailab le. 

The design of cost-efficient smart home systems using open-source platforms is a growing area of interest (Kusuma & 

Nugraha, 2020), and the role of IoT in addressing residential security challenges in Africa has been highlighted (Ismail, 

Olatunji, & Ogunleye, 2018). Comparative studies of smart locks, including commercial versus DIY solutions, provide 

valuable insights into different approaches (Jin, Liu, & Zhang, 2021). 

The review of existing literature underscores the rapid advancements in smart locking technologies, largely driven by the 

capabilities of embedded microcontrollers like the ESP32. It highlights that while Bluetooth offers a robust and energy -

efficient solution for short-range control, Wi-Fi adds significant flexibility by enabling control through a local web interface 
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accessible from various devices. Critically, this review reveals that many existing smart lock solutions suffer from limitati ons 

such as a lack of control redundancy or an over-reliance on constant internet or external cloud services. By developing a 

dual-mode system that combines both Bluetooth and Wi-Fi for local access control, our research directly addresses and 

overcomes these identified shortcomings. This approach significantly enhances the system's usability and reliability, ensuring 

continuous functionality without dependence on external network infrastructure, thereby providing a more resilient and user -

centric smart lock solution. 

METHODOLOGY 

SYSTEM DESIGN 

The architectural foundation of the smart door lock system is strategically built around the ESP32 microcontroller, leveragin g 

its inherent dual-mode wireless capabilities (Wi-Fi and Bluetooth). The system is conceptualized as a standalone, local access 

control solution, prioritizing reliability and autonomy over cloud dependency. The core functional blocks include:  

ESP32 Microcontroller: Serving as the central processing unit, responsible for managing all communication protocols, 

processing user commands, and controlling the servo motor. The design of secure access systems often leverages 

microcontrollers like the ESP32 for their integrated capabilities (Narang, Tiwari, & Sharma, 2022). 

Servo Motor (SG90): The primary electromechanical actuator responsible for the physical locking and unlocking 

mechanism of the door. 

Power Supply Unit: A dedicated 5V regulated power supply to ensure stable and sufficient current delivery to both the 

ESP32 and the servo motor, mitigating potential voltage drops and ensuring consistent operation.  

User Interface (UI) Elements: Comprising a local web dashboard accessible via Wi-Fi and a Bluetooth terminal interface 

for direct, short-range control. 

The deliberate choice of dual-mode communication (Bluetooth and Wi-Fi) is a critical design decision driven by the 

imperative for operational redundancy and flexibility, particularly in environments like Nigeria where internet infrastructure 

can be inconsistent. Bluetooth provides a reliable, low-power, short-range communication channel, ideal for direct interaction 

with the lock when within proximity. Concurrently, Wi-Fi enables broader control within the local area network, al lowing 

access from any Wi-Fi-enabled device (e.g., smartphone, laptop) connected to the same network. This dual -path approach 

ensures that the smart lock system remains fully functional even in the absence of external internet connectivity, significan tly 

enhancing its robustness and user convenience. The system's architecture is designed to be modular, allowing for future 

expansions and integration of additional features without a complete overhaul.  The focus on local network-based automation 

with Wi-Fi microcontrollers is a key aspect of this design (Ali, Khan, & Begum, 2021). 

COMPONENT SELECTION 

The selection of each component was guided by a balance of functionality, cost -effectiveness, availability in the local market, 

and suitability for the intended application. 

Microcontroller – ESP32: The ESP32 (specifically, the ESP32-WROOM-32 module) was chosen as the core processing unit 

due to its unparalleled integration of Wi-Fi (802.11 b/g/n) and Bluetooth (v4.2 BR/EDR and BLE) capabilities on a single 

chip. This eliminates the need for external wireless modules, significantly reducing complexity, cost, and power 

consumption. Its dual-core Tensilica Xtensa LX6 microprocessor provides ample processing power for concurrent tasks such  

as managing TCP/IP stacks for Wi-Fi, handling Bluetooth communication, and executing servo control logic. Furthermore, 

Figure 1:  Block Diagram 
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its rich set of General-Purpose Input/Output (GPIO) pins, hardware timers, and PWM channels makes it highly versatile for 

interfacing with various sensors and actuators. 

Actuator – SG90 Servo Motor: The SG90 micro servo motor was selected for its compact size, affordability, and, crucially, 

its ability to provide precise angular control. While its torque output is relatively low (approxima tely 1.8 kg-cm), it is 

sufficient for actuating lightweight door locking mechanisms, which aligns with the research's scope of residential and small 

office environments. Its simplicity of control, requiring only a single PWM signal from the ESP32, makes it  an ideal choice 

for this application, as demonstrated in various ESP32-based servo control applications (Kaur & Kumar, 2020). Alternatives 

like stepper motors were considered but discarded due to higher complexity in control a nd power requirements that would 

increase overall system cost and design effort.  

Power Supply Unit: A stable 5V DC regulated power supply is essential. Given the peak current draw of the ESP32 (around 

200 mA during Wi-Fi transmission) and the SG90 servo motor (which can draw up to 500 mA under load), a power supply 

capable of delivering at least 1 A was deemed appropriate. This ensures that both components receive stable voltage and 

current, preventing brownouts or erratic behavior, especially during simultaneous operation of Wi-Fi and servo actuation. 

Connectivity Interfaces: 

Bluetooth Terminal Application: For the Bluetooth mode, any standard serial Bluetooth terminal application available 

on Android or iOS smartphones can be used. This approach avoids the  need to develop a custom mobile application, 

further reducing development time and cost while maintaining accessibility.  

Web-Based Interface: For Wi-Fi control, a minimalist HTML/CSS/JavaScript web page is hosted directly on the ESP32's 

internal flash memory. This eliminates the need for external web servers or cloud infrastructure, reinforcing the system's 

local autonomy and enhancing privacy. 

CIRCUIT DESIGN 

The circuit design focuses on establishing reliable communication between the ESP32 and the servo motor, ensuring stable 

power delivery, and incorporating protective measures.  

ESP32-Servo Connection: The control pin of the SG90 servo motor is connected to a PWM-capable GPIO pin on the 

ESP32 (e.g., GPIO 2 or GPIO 4). The ESP32 generates Pulse Width Modulation (PWM) signals to precisely control the 

angular position of the servo. 

Power Management: To prevent voltage dips and potential resets of the ESP32 when the servo motor draws significant 

current (especially during movement), the servo is powered by a separate 5V regulated power supply, distinct from the 

ESP32's power input (though they share a common ground). A transistor -based driver circuit (e.g., using a BJT or 

MOSFET) can be incorporated if the servo's current draw is substantial, to isolate the se rvo's power demands from the 

ESP32's voltage regulator. Filtering capacitors (e.g., 100μF electrolytic capacitor in parallel with a 0.1μF ceramic 

capacitor) are placed across the servo's power lines to smooth out voltage fluctuations.  

Table 1: Detail of Components used for the design 

Component Model / Part 

Number 

Key Specifications Justification for Selection 

Microcontroller DOIT ESP32 

DevKit V1 

(WROOM-32) 

 Dual-core Xtensa LX6 @ 240 MHz 

 4 MB Flash 

 Wi-Fi 802.11 b/g/n  

 Bluetooth v4.2 BR/EDR + BLE 

 3.3V logic 

Offers built-in Bluetooth and 

Wi-Fi, reducing external 

component needs and 

supporting dual-mode 

communication. 

Servo Motor SG90 Micro Servo  Operating voltage: 4.8–6 V 

 Torque: 1.8 kg·cm @ 4.8V 

 Rotation: ~180° 

 PWM control 

Low-cost, lightweight servo 

with sufficient torque for 

controlling simple lock 

mechanisms. Easy to drive with 

ESP32 PWM. 

Status Indicator 5mm Blue LED  Forward Voltage: ~3.2V 

 Forward Current: ~20 mA 

Provides visual feedback for 

unlocked state. Easily 

interfaced with GPIO and 

resistor. 

Resistor 220 Ω, ¼ Watt  Tolerance: ±5% 

 Rated for standard LED current limiting 

Protects the LED from 

overcurrent when connected to 

GPIO. 

Power Supply USB 5V or 18650 

battery pack 
 Output: 5V, 2A (typical USB) 

 Compatible with ESP32 VIN and servo 

motor 

Powers both ESP32 and SG90 

servo motor reliably. 
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Smartphone Any Android/iOS 

device 
 Bluetooth enabled 

 Wi-Fi enabled 

 Web browser and app support 

Used for interacting with 

ESP32 via Bluetooth terminal 

and browser interface. 

Breadboard + Wires Generic  Solderless 

 For prototyping and reconfiguration 

Provides a flexible platform for 

testing before permanent 

installation. 

 

Safety and Stability: 

Diode Protection: A flyback diode (e.g., 1N4007) is placed across the servo motor's power terminals to protect the 

circuit from inductive kickback when the motor rapidly changes direction or stops.  

Current-Limiting Resistors: Where necessary, current-limiting resistors are used on GPIO pins connected to external 

components (e.g., LEDs, if any) to prevent excessive current draw and protect the ESP32. 

Voltage Dividers: If any input signals from future sensors require voltage level shifting (e.g., from 5V to 3.3V for 

ESP32 compatibility), resistive voltage dividers would be incorporated. For this current design, direct connections 

are primarily used. 

Grounding: A common ground reference is maintained across all components (ESP32, servo motor, and power supply) 

to ensure stable signal integrity and prevent ground loops.  

 

FIRMWARE DEVELOPMENT 

The firmware for the smart door lock system was developed using the C++ programming language within the Arduino IDE 

environment, leveraging the ESP-IDF framework's capabilities through the Arduino core for ESP32. The firmware is 

structured to handle concurrent operations, ensuring responsiveness and reliability for both Bluetooth and Wi -Fi 

functionalities. 

 

 

Software Architecture: The firmware employs a non-blocking architecture, primarily utilizing event-driven programming 

and FreeRTOS tasks (implicitly managed by the Arduino core) to handle simultaneous Wi-Fi server operations and Bluetooth 

Figure 2: Simulation Diagram from Wokwi 

Figure 3: Circuit Diagram with proctectio 
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serial communication. This prevents one communication mode from blocking the other. The application of ESP32 in robotics 

and automation further supports this architectural choice (Bascom & Hwang, 2021). 

Key Modules and Libraries: 

WiFi.h: For configuring the ESP32 as an access point (AP) and managing Wi-Fi client connections. 

WebServer.h (or ESPAsyncWebServer.h for asynchronous operations): To create and manage the HTTP server, serving 

the web interface and handling incoming HTTP requests (e.g., lock/unlock co mmands). 

BluetoothSerial.h: For establishing and managing Bluetooth Classic (SPP) serial communication, allowing data exchange 

with a mobile terminal app. 

ESP32Servo.h: A library specifically designed for precise servo motor control on the ESP32, utilizing  its built-in PWM 

capabilities. 

Core Logic: 

Wi-Fi Access Point Setup: The ESP32 is configured to operate in Access Point (AP) mode, creating its own local Wi -Fi 

network (e.g., "SmartLock_AP"). This allows any Wi-Fi-enabled device to connect directly to the lock without needing 

an existing router. 

HTTP Server Initialization: An HTTP server is initialized on a specific port (e.g., port 80). It defines routes (e.g., /, /lo ck, 

/unlock) to serve the web page and handle control commands.  

Servo Control Logic: Functions are implemented to send specific PWM signals to the servo motor to move it to the 

"locked" (e.g., 0 degrees) and "unlocked" (e.g., 90 degrees) positions. State variables track the current lock status to 

prevent unnecessary servo movements. The principles of electric motors and drives are fundamental to this precise 

control (Hughes & Drury, 2019)), and the underlying control systems theory is crucial for accurate physical actuation 

(Ogata, 2010). 

Bluetooth Serial Communication: The Bluetooth serial service is initialized, allowing the ESP32 to receive commands 

from a connected Bluetooth device. A simple command parser interprets incoming strings like "LOCK" and "UNLOCK".  

The theoretical underpinnings of digital communications are vital for ensuring robust wireless data exchange (Proakis 

& Salehi, 2008). 

Command Parsing and Execution: Both the HTTP server and Bluetooth serial monitor for incoming commands. Upon 

receiving a valid "LOCK" or "UNLOCK" command, the firmware validates it and triggers the corresponding servo 

actuation function. 

Error Handling: Basic error handling mechanisms are implemented, such as checking Wi-Fi connection status, handling 

invalid commands, and providing feedback to the user (e.g., via serial monitor or web page messages).  The software 

codes is as attached in the appendix. 

 

USER INTERFACE DESIGN 

The user interface (UI) for the smart door lock system is designed to be straightforward and functional, providing intuitive 

control through both Bluetooth and Wi-Fi channels without relying on complex external applications or cloud services. This 

approach aligns with common practices in home automation using ESP32 (Garg, Singh, & Goyal, 2019). The design also 

considers the usability aspects of smart door locks controlled by smartphones (Kandari, Al-Ali, & Zualkernan, 2020). 

Bluetooth Mode Interface: 

Interaction Method: Users interact with the smart lock directly via a generic Bluetooth terminal application installed on 

their smartphone. This approach offers simplicity and wide compatibility.  

Command Structure: Simple text-based commands are used. For instance, sending the string "LOCK" initiates the 

locking mechanism, while "UNLOCK" triggers the unlocking action. The ESP32 firmware is programmed to parse these 

specific keywords. 

Feedback: The ESP32 can send back confirmation messages (e.g., "Door Locked," "Door Unlocked," "Invalid 

Command") to the Bluetooth terminal, providing immediate feedback to the user.  

Wi-Fi Mode Interface (Web Dashboard): 

Accessibility: Once a user's device is connected to the ESP32's Wi-Fi access point, they can access the web interface by 

navigating to the ESP32's assigned IP address (typically 192.168.4.1) in any standard web browser.  

Design Philosophy: The web interface is designed with minimalism in mind, focusing on core fu nctionality. It consists 

of a single HTML page with basic CSS for styling and a small amount of JavaScript for handling button clicks and 

dynamic updates. 

Key Elements: 

Title/Header: Clearly indicating "Smart Door Lock Control."  

Status Display: A simple text area or label to display the current lock status (e.g., "Status: Locked," "Status: 

Unlocked"). 

Control Buttons: Two prominent buttons, "LOCK" and "UNLOCK," which, when clicked, send corresponding HTTP 

requests to the ESP32's web server. 
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Feedback Messages: A small area to display operational feedback (e.g., "Locking...", "Unlock Successful!").  

Client-Side Logic (JavaScript): JavaScript is used to send asynchronous HTTP requests (AJAX) to the ESP32 when 

buttons are clicked, preventing full page reloads and providing a smoother user experience. It also updates the status 

display based on responses from the ESP32. 

No External Dependencies: The entire web page (HTML, CSS, JavaScript) is stored directly on the ESP32's flash 

memory, making it entirely self-contained and operational without an internet connection.  

TESTING AND EVALUATION 

Rigorous testing and evaluation were conducted throughout the development lifecycle to ensure the system's functionality, 

reliability, performance, and adherence to design objectives. The testing phases included unit testing of individual 

components, integration testing of combined modules, and system-level performance evaluation. 

Table 2: Commands, Response and Status 

Command (Sent via 

Bluetooth) 

Expected Action by ESP32 Response or Indicator 

LOCK or L  Rotate servo to 0° (lock position) 

 Turn LED OFF 

LED turns OFF 

Door is locked 

UNLOCK or U  Rotate servo to 90° (unlock position) 

 Turn LED ON 

LED turns ON 

Door is unlocked 

STATUS (optional)  Return current state (locked/unlocked) if 

implemented 

Serial message: Door is LOCKED or 

UNLOCKED 

HELP (optional)  Send a list of supported commands back via 

Bluetooth 

Serial message: "Use: LOCK, UNLOCK, 

STATUS" 

(Invalid input)  No action Reply: "Invalid command" via Bluetooth 

 

Functional Testing: 

Lock/Unlock Operations: Repeated tests were performed to verify that the servo motor consistently moved to the correct 

locked and unlocked positions upon receiving commands from both Bluetooth and Wi-Fi interfaces. This included testing 

edge cases like rapid successive commands. 

Connectivity Stability: Long-duration tests (exceeding 12 hours) were conducted to assess the stability of both Bluetooth 

and Wi-Fi connections. This involved continuous command sending and monitoring for connection drops or command 

failures. 

Web Interface Responsiveness: The web interface was tested across different web browsers (Chrome, Firefox, Safari) 

and mobile operating systems (Android, iOS) to ensure consistent rendering and functionality.  

Performance Testing: 

Latency Measurement: The time delay between a user initiating a command (e.g., clicking "LOCK" on the web interface 

or sending "LOCK" via Bluetooth) and the servo motor completing its movement was measured.  

Bluetooth Latency: Averaged approximately 300 ms, indicating quick response for direct control.  

Wi-Fi Latency: Averaged approximately 500 ms, slightly higher due to HTTP request/response overhead but still well 

within acceptable limits for a door lock. 

Power Consumption Analysis: A USB power meter was used to monitor the current draw of the entire system under 

various operational states: 

Idle State (Wi-Fi AP active, no commands): Approximately 80 mA. 

Active State (during servo actuation): Peak consumption reached approximately 220  mA. 

Implication: These figures are crucial for estimating potential battery life if a battery-powered version were to be 

developed. 

Stress Testing: The system was subjected to high-frequency command inputs to assess its resilience and ability to handle 

rapid state changes without freezing or crashing. 

Reliability Testing: 

Power Interruption and Recovery: The system's behavior was observed during sudden power loss and subsequent 

restoration. The ESP32 was configured to automatically re-establish its Wi-Fi AP and Bluetooth services upon reboot. 

Environmental Stability: While not subjected to extreme conditions, the system was tested in typical indoor environments 

to ensure consistent performance. 

User Experience (UX) Testing: Informal user testing was conducted with a small group to gather feedback on the ease 

of use of both the Bluetooth terminal and the web interface. Feedback was generally positive regarding the simplicity 

and effectiveness of control. 
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IMPLEMENTATION CHALLENGES AND SOLUTIONS 

During the implementation phase, several challenges were encountered, which required iterative problem-solving and design 

adjustments: 

Challenge 1: Servo Jitter and Power Fluctuations:  

Problem: Initially, the servo motor exhibited erratic movements and "jitter" when powered directly from the ESP32's 5V 

pin, especially during Wi-Fi transmissions. This was due to the servo's current spikes causing voltage drops that affected 

the ESP32's stability. 

Solution: Implemented a separate 5V regulated power supply for the servo motor. Additionally, decoupling capacitors 

(a large electrolytic capacitor for bulk capacitance and a smaller ceramic capacitor for high -frequency noise) were placed 

close to the servo's power input to smooth out current demands.  

Challenge 2: Concurrent Wi-Fi and Bluetooth Operation: 

Problem: Managing both Wi-Fi access point functionality and Bluetooth serial communication simultaneously without 

one blocking the other proved challenging, leading to occasional unresponsive UIs.  

Solution: Leveraged the asynchronous capabilities of the ESP32 Arduino core, particularly for the web server 

(ESPAsyncWebServer library was considered for more complex scenarios, though WebServer with careful non -blocking 

code was sufficient here). Ensured that both Wi-Fi and Bluetooth communication loops were non-blocking and used 

event-driven approaches where possible, allowing the FreeRTOS scheduler to manage tasks efficiently.  

Challenge 3: Web Page Responsiveness and Caching: 

Problem: Initial attempts to serve the web page sometimes resulted in slow loading or browser caching issues when 

updates were made to the HTML/CSS. 

Solution: Optimized the HTML/CSS/JavaScript files for size. Implemented HTTP headers to prevent aggressive caching 

during development. For production, the small size of the pages meant caching was less of an issue, but future 

improvements could include versioning assets.  

Challenge 4: Security Considerations (Initial Phase):  

Problem: Early prototypes had no authentication for the web interface, making it vulnerable to unautho rized access 

within the local network. 

Solution: While full SSL/TLS was out of scope for this initial low-cost version, basic password protection was 

implemented for the web interface, requiring a simple username/password combination to access the control buttons. For 

Bluetooth, pairing is required, which offers a basic level of security.  

 

 

RESULTS AND DISCUSSION 

SYSTEM FUNCTIONALITY 

The developed smart door lock system successfully achieved all the objectives outlined in the introductory section. The 

integrated hardware and software components functioned cohesively, demonstrating a reliable and user -friendly access 

control solution. 

Dual-Mode Access Control: The system consistently allowed users to lock and unlock the door mechanism using both 

the Bluetooth terminal application and the local Wi-Fi web interface. This dual functionality ensures operational 

redundancy, providing alternative control methods in varying scenarios.  

Bluetooth Control: Commands sent via the Bluetooth terminal were received and processed by the ESP32 with 

high reliability, resulting in immediate servo actuation.  

Wi-Fi Web Control: The ESP32 successfully hosted a minimalist web server, serving the control interface to 

devices connected to its access point. Button clicks on the web  page triggered the corresponding lock/unlock 

actions without significant delay. 

Stable Connectivity: Throughout extensive testing periods (exceeding 12 hours of continuous operation), both the Bluetooth 

and Wi-Fi connections maintained remarkable stability. No unexpected disconnections or communication failures were 

observed, indicating robust wireless protocol implementation.  

Accurate Servo Actuation: The SG90 servo motor consistently responded with high precision to the control commands, 

moving accurately to its predefined locked (e.g., 0∘) and unlocked (e.g., 90∘) angular positions. Minimal jitter or 

overshooting was observed, confirming the effectiveness of the PWM control logic.  

Real-time Performance: The system exhibited consistent real-time performance. The latency measurements (approximately 

300 ms for Bluetooth and 500 ms for Wi-Fi) demonstrate a quick response time from command initiation to physical 

actuation, which is crucial for a security system. 
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Cross-Platform Compatibility: The web interface proved compatible across various major web browsers (Google Chrome, 

Mozilla Firefox, Apple Safari) and mobile operating systems (Android and iOS), ensuring broad accessibility without the 

need for platform-specific application development. Bluetooth connectivity was seamless across multiple Android devices 

tested. 

COMPARATIVE ADVANTAGE 

The implemented smart door lock system offers several significant advantages over traditional mechanical locks and many 

commercially available smart lock solutions, particularly in the context of developing regions like Nigeria.  

Enhanced Security and Convenience: Unlike conventional mechanical locks, this system provides keyless entry and 

remote operation within the local network or Bluetooth range. This eliminates the risks a ssociated with physical key 

duplication, loss, or theft. Users can grant or deny access from their smartphones, offering unparalleled convenience.  

Local Autonomy and Resilience: A critical advantage is its complete independence from cloud services and exte rnal 

internet connectivity. This significantly reduces vulnerabilities to remote hacking attempts, server outages, or unreliable 

internet service, which are common issues in many regions. The system remains fully functional even during internet 

blackouts, ensuring continuous access control. This contrasts sharply with many IoT devices that become inoperable 

without constant internet access, as highlighted by (Chima, I., & Nwankwo, 2022). 

Cost-Effectiveness: By leveraging readily available, low-cost components like the ESP32 and SG90 servo, and 

avoiding proprietary software or subscription models, the system offers a highly affordable smart lock solution. This 

aligns with the research's objective of widespread local deployment, making advanced security accessible to a broader 

demographic (Kusuma & Nugraha, 2020). Furthermore, the focus on cost-effective smart door lock development is a key 

contribution to addressing residential security challenges in regions like Africa (Ismail, Olatunji, & Ogunleye, 2018). 

Open and Customizable: The use of open-source platforms (Arduino IDE, ESP32 framework) and a locally hosted web 

interface makes the system transparent, customizable, and adaptable. Users or developers can inspect, modify, and extend 

the functionality without vendor lock-in, fostering innovation and long-term sustainability. This approach contrasts with 

commercial solutions and highlights the benefits of DIY smart lock systems (Jin, Liu, & Zhang, 2021). 

Dual-Mode Redundancy: The simultaneous provision of Bluetooth and Wi-Fi control offers a robust fail-safe mechanism. 

If Wi-Fi is temporarily unavailable or experiencing interference, Bluetooth provides a reliable short -range backup. This 

redundancy significantly enhances the system's overall reliability and user confidence (Das, Ghosh, & Mukherjee, 2020). 

The system's local autonomy also helps preserve data privacy and reduces latency (Mathur & Prakash, 2018). 

LIMITATIONS 

Despite its successful implementation and advantages, the current iteration of the smart door lock system has certain 

limitations that warrant acknowledgment: 

i. Servo Torque Limitations: The SG90 servo motor, while precise and cost -effective, has limited torque output. This 

restricts the system's application to lightweight door locking mechanisms and may not be suitable for heavy -duty or 

high-security doors requiring significant force to actuate the lock bolt. For such applications, a more powerful servo 

or stepper motor would be necessary, potentially increasing cost and power requirements.  

ii. Absence of Biometric Verification: The current system relies solely on wireless commands (Bluetooth or Wi -Fi) for 

authentication. It lacks advanced biometric verification methods such as fingerprint, facial recognition, or RFID, 

which could offer an additional layer of security and convenience. Implementing these would require additional 

hardware integration and more complex software algorithms.  

iii. Security Bounded by Local Network: While the system's local autonomy is strength, its security is inherently tied 

to the security of the local Wi-Fi network. If the Wi-Fi network's password is weak or compromised, unauthorized 

access to the lock could be possible. Although basic password protection is implemented for the web interface,  it is 

not as robust as enterprise-grade security protocols. 

iv. Limited Battery Operation: Although power consumption was analyzed, the system is primarily designed for 

continuous power supply. While it can operate on a battery, its current power consumption profile (especially with 

Wi-Fi active) would lead to relatively short battery life without further optimization for deep sleep modes and power 

management. 

v. Single-Door Application: The current design is tailored for controlling a single door. It is not arch itected for multi-

door management or centralized control in larger buildings, which would require a more complex network topology 

and backend management system. 

vi. No Tamper Detection: The system currently lacks features to detect physical tampering attempts (e.g., forced entry, 

lock picking attempts) or provide alerts in such scenarios.  

OPPORTUNITIES FOR IMPROVEMENT 
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Based on the identified limitations and emerging smart home trends, several opportunities exist to enhance the functionality,  

security, and usability of the smart door lock system in future iterations:  

Integration of Biometric Modules: Incorporating a fingerprint reader (e.g., R307 module) or facial recognition camera could 

provide a highly secure and convenient alternative or supplementary access method. This would require additional hardware 

integration and development of robust biometric authentication algorithms.  

Enhanced Web Interface Security: Implementing SSL/TLS encryption for the local web server would encrypt communication 

between the user's device and the ESP32, protecting against eavesdropping within the local network. Additionally, more 

robust user authentication mechanisms (e.g., multi-factor authentication, user roles) could be added to control access 

permissions. 

Fail-Safe Mechanisms: 

Manual Override: Designing a physical manual override mechanism (e.g., a hidden key slot or a robust knob) would 

ensure access even in the event of complete system failure or power loss.  

Secondary Power Source: Integration of a small backup battery with automatic switchover logic would provide 

uninterrupted operation during power outages.  

Optimized Power Management: Implementing deep sleep modes for the ESP32 when idle could significantly reduce power 

consumption, making the system more viable for prolonged battery-powered operation. This would involve waking the 

ESP32 only upon receiving a specific trigger (e.g., a Bluetooth connection request or a Wi -Fi packet). 

Tamper Detection and Alerts: Integrating sensors such as accelerometers (to detect forceful impacts), magnetic contact 

sensors (to detect door status), or vibration sensors could enable the system to detect tampering attempts. Upon detection, 

the system could trigger local alarms or send notifications (e.g., via a simple LED indicator or a buzzer, or even a push 

notifications if a mobile app were developed). 

Activity Logging: Implementing a local log of lock/unlock events (e.g., storing timestamps and method of access in ESP32's 

flash memory) would provide an audit trail, enhancing accountability. This log could be viewable via the web interface.  

Mobile Application Development: While a generic Bluetooth terminal is used, developing a dedicated mobile application 

(Android/iOS) would offer a more polished user experience, allowing for advanced features  like push notifications, user 

management, and a more intuitive graphical interface. 

PERFORMANCE ANALYSIS 

A detailed analysis of the system's performance metrics provides quantitative validation of its operational efficiency and 

reliability. 

.Table 3: Latency Performance (Command to Actuation) 

Communication 

Method 

Average 

Latency (ms) 

Minimum Latency 

(ms) 

Maximum 

Latency (ms) 

Bluetooth 300 280 350 

Wi-Fi 500 470 580 

 

The observed latency values are well within acceptable limits for a residential smart  door lock. Bluetooth, being a direct 

point-to-point communication, consistently offered lower latency compared to Wi-Fi, which involves more overhead due to 

the HTTP protocol and TCP/IP stack processing. Both methods provide near -instantaneous feedback to the user. 

 

 

 

 

 

 

 

Table 4: Power Consumption Profile 

 

 

 

Table 4: Power Consumption Profile 

Operational State Average Current Draw (mA) Peak Current Draw (mA) 

Idle (Wi-Fi AP Active) 80 95 

Servo Actuation (Locking) 180 220 

Servo Actuation (Unlocking) 175 215 
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Figure 4: Graphical presentation of Communication method performance 
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Figure 5: Graphical presentation of Power Consumption Profile 

DISCUSSION OF FINDINGS 

The results unambiguously demonstrate the successful design and implementation of a functional, dual -mode smart door lock 

system. The research effectively addresses the identified shortcomings of traditional locking mechanisms and existing smart 

lock solutions by prioritizing local control and affordability. 

The integration of the ESP32's native Bluetooth and Wi-Fi capabilities proved highly effective, providing robust and 

redundant communication channels. This dual-mode approach directly mitigates the reliability concerns associated with 

cloud-dependent systems, particularly relevant in contexts with unreliable internet infrastructure. The low -cost component 

selection and open-source development approach align perfectly with the aim of creating an economically accessible security 

solution for developing regions. 

While the system's current iteration fulfills its core objectives, the identified limitations, such as servo torque and the a bsence 

of advanced biometric features, present clear pathways for future research and development. The performance metrics, 

particularly latency and power consumption, provide a solid baseline for future optimizations. The research serves as a 

compelling proof-of-concept for leveraging readily available embedded systems and IoT technologies to solve practical 

security challenges in a localized and cost-effective manner. It underscores the potential for independent, resilient smart 

home solutions that empower users without relying on external, potentially vulnerable, cloud ecosystems. The findings 

contribute to the growing body of knowledge on practical, open-source IoT security applications. 

CONCLUSION AND RECOMMENDATIONS 

CONCLUSION 

This research successfully designed and implemented a cost-effective and robust smart door lock system leveraging the dual-mode 

wireless capabilities of the ESP32 microcontroller, a servo motor, and a user-friendly interface accessible via both Bluetooth and 

local Wi-Fi. All primary objectives, including hardware integration, firmware development, dual-mode communication, and local 

web interface creation, were met. The system demonstrated reliable performance, with low latency in command execution and stable 

connectivity across both communication protocols. 

A significant achievement of this system is its independence from cloud services and external internet connectivity, which enhances 

its security, privacy, and operational resilience, particularly in environments with inconsistent internet infrastructure. This local 

autonomy provides a distinct advantage over many commercial smart lock solutions that are heavily reliant on continuous internet 

access. The research validates the feasibility of using readily available, open-source technologies to develop practical and affordable 

security solutions tailored for residential and small office environments. The successful integration of hardware and software 

components into a cohesive and functional system underscores the potential of embedded systems and IoT to address contemporary 

security challenges effectively. 

 

RECOMMENDATIONS FOR FUTURE WORK 

Based on the findings and the limitations identified during the development and testing phases, the following recommendations are 

put forth for future enhancements and broader applicability of the smart door lock system: 
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1. Integrate Advanced Authentication Methods: To significantly enhance security, future iterations should incorporate 

biometric authentication modules such as fingerprint scanners or facial recognition cameras. This would provide an 

additional layer of security beyond simple wireless commands, making unauthorized access far more difficult. 

2. Implement Robust Security Protocols: While the current system offers basic local security, implementing more advanced 

encryption protocols (e.g., SSL/TLS for the web server) and secure authentication mechanisms (e.g., username/password 

hashing, multi-factor authentication) is crucial. This will protect against more sophisticated cyber threats within the local 

network. 

3. Expand to Multi-Door Management: For larger applications (e.g., small businesses, multi-unit residences), the system could 

be extended to manage multiple doors from a centralized local interface. This would require a more sophisticated network 

architecture and a backend system capable of handling multiple lock instances. 
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APPENDIX 

#include <WiFi.h> 

#include <BluetoothSerial.h> 

#include <ESP32Servo.h> 

BluetoothSerial SerialBT; 

WiFiServer server(80); 

Servo lockServo; 

const int servoPin = 14; 

const int ledPin = 26; 
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const char* ssid = "ESPWIFI"; 

const char* password = "12345678"; 

void setup() { 

  Serial.begin(115200); 

  // Servo and LED 

  lockServo.attach(servoPin); 

  pinMode(ledPin, OUTPUT); 

  lockDoor(); // Start locked 

  // Bluetooth 

  SerialBT.begin("ESP32_Lock"); 

  // Wi-Fi 

  WiFi.begin(ssid, password); 

  while (WiFi.status() != WL_CONNECTED) { 

    delay(300); 

    Serial.print("."); 

  } 

  Serial.println("\nWiFi Connected. IP:"); 

  Serial.println(WiFi.localIP()); 

  server.begin(); 

} 

void loop() { 

  // Bluetooth commands 

  if (SerialBT.available()) { 

    char c = SerialBT.read(); 

    if (c == 'L') lockDoor(); 

    else if (c == 'U') unlockDoor(); 

  } 

 

  // Wi-Fi HTTP server 

  WiFiClient client = server.available(); 

  if (client) { 

    while (client.connected() && !client.available()) delay(1); 

    String req = client.readStringUntil('\r'); 

    client.flush(); 

    if (req.indexOf("/unlock") != -1) unlockDoor(); 

    else if (req.indexOf("/lock") != -1) lockDoor(); 

    // Send basic web response 

    client.println(F("HTTP/1.1 200 OK")); 

    client.println(F("Content-Type: text/html\n")); 

    client.println(F("<html><body><h2>Smart Lock</h2>")); 

    client.println(F("<a href=\"/unlock\">Unlock</a><br>")); 

    client.println(F("<a 

href=\"/lock\">Lock</a></body></html>")); 

    client.stop(); 

  } 

} 

// Functions 

void lockDoor() { 

  lockServo.write(0); 

  digitalWrite(ledPin, LOW); 

} 

void unlockDoor() { 

  lockServo.write(90); 

  digitalWrite(ledPin, HIGH); 

} 


